**Scope**

Scope defines where variables can be accessed or referenced. While some variables can be accessed from anywhere within a program, other variables may only be available in a specific context.

# Blocks and Scope

A block is the code found inside a set of curly braces {}. Blocks help us group one or more statements together and serve as an important structural marker for our code.

const logSkyColor = () => {

let color = 'blue';

console.log(color); // blue

};

Observe the block in an if statement:

if (dusk) {

let color = 'pink';

console.log(color); // pink

};

# Global Scope

In global scope, variables are declared outside of blocks. These variables are called global variables. Because global variables are not bound inside a block, they can be accessed by any code in the program, including code in blocks.

//variable outside the block

const city='New York City';

const logCitySkyline=() =>{

//variable inside the block

let skyscraper= 'Empire State Building';

return 'The stars over the ' + skyscraper + ' in ' + city;

}

console.log(logCitySkyline());

//output: The stars over the Empire State Building in New York City

Example:

let satellite='The Moon';

let galaxy='The Milky Way';

let stars ='North Star';

const callMyNightSky=function(){

return 'Night Sky: ' + satellite + ', ' + stars + ', and ' + galaxy;

}

console.log(callMyNightSky());

# Block Scope

When a variable is defined inside a block, it is only accessible to the code within the curly braces {}. We say that variable has block scope because it is only accessible to the lines of code within that block are called local variables.

function logVisibleLightWaves(){

const lightWaves ='Moonlight';

console.log(lightWaves);

}

logVisibleLightWaves();

console.log(lightWaves); //ReferenceError: lightWaves is not defined at Object.<anonymous>

# Scope Pollution

When you declare global variables, they go to the global namespace. The global namespace allows the variables to be accessible from anywhere in the program. These variables remain there until the program finishes which means our global namespace can fill up really quickly.

Scope pollution is when we have too many global variables that exist in the global namespace, or when we reuse variables across different scopes. Scope pollution makes it difficult to keep track of our different variables and sets us up for potential accidents. For example, globally scoped variables can collide with other variables that are more locally scoped, causing unexpected behavior in our code.

let num = 50;

const logNum = () => {

num = 100; // Take note of this line of code

console.log(num);

};

logNum(); // Prints 100

console.log(num); // Prints 100

* we want to declare a new variable but forgot to use the let keyword.

const satellite = 'The Moon';

const galaxy = 'The Milky Way';

let stars = 'North Star';

const callMyNightSky = () => {

//overwrites value

stars = 'Sirius';

    return 'Night Sky: ' + satellite + ', ' + stars + ', ' + galaxy;

};

console.log(callMyNightSky());

console.log(stars);

**Practice Good Scoping**

Tightly scoping your variables will greatly improve your code in several ways:

* It will make your code more legible since the blocks will organize your code into discrete sections.
* code more understandable since it clarifies which variables are associated with different parts of the program
* easier to maintain your code
* It will save memory in your code because it will cease to exist after the block finishes running.

const logSkyColor = () => {

const dusk = true;

let color = 'blue';

if (dusk) {

let color = 'pink';

console.log(color); // pink

}

console.log(color); // blue

};

console.log(color); // ReferenceError

Block scope is a powerful tool .since it allows us to define variables with precision(Accuracy), and not pollute the global namespace. If a variable does not need to exist outside a block— it shouldn’t!

const logVisibleLightWaves = () => {

let lightWaves = 'Moonlight';

  let region = 'The Arctic';

// Add if statement here:

if (region === 'The Arctic'){

let lightWaves = 'Northern Lights';

console.log(lightWaves);

}

console.log(lightWaves);

};

logVisibleLightWaves();

**Arrays**

One way we organize data in real life is by making lists. Let's make one here:

New Year's Resolutions:

1. Keep a journal

2. Take a falconry class

3. Learn to juggle

Lets , make this list in Javascript using Array

let newYearsResolutions = ['Keep a journal', 'Take a falconry class', 'Learn to juggle'];

console.log(newYearsResolutions);

Arrays can store any data types (including strings, numbers, and booleans). Like lists, arrays are ordered.

Array of the concepts:-

let concepts = ['creating arrays', 'array structures', 'array manipulation']

**Create an Array**

We, can create an array is to use an *array literal*. An array literal creates an array by wrapping items in square brackets [].

we can have an array that holds all the same data types or an array that holds different data types.
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let Resolutions = ['Keep a journal', 'Take a falconry class', 'Learn to juggle'];

console.log(Resolutions);

**Accessing Elements**

Each element in an array has a numbered position known as its *index*. We can access individual items using their index.

Arrays in JavaScript are *zero-indexed*, meaning the positions start counting from 0 rather than 1.
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You can also access individual characters in a string using bracket notation and the index.

const hello = 'Hello World';

console.log(hello[6]);

// Output: W

Example:

const famousSayings = ['Fortune favors the brave.', 'A joke is a very serious thing.', 'Where there is love there is life.'];

const listItem= famousSayings[0];

console.log(listItem)

console.log(famousSayings[2])

//what happens if you try to access an index that is beyond the last element?

console.log(famousSayings[3])

/\*

output:

Fortune favors the brave.

Where there is love there is life.

undefined

\*/

**Update Elements**

Once you have access to an element in an array, you can update its value.

let seasons = ['Winter', 'Spring', 'Summer', 'Fall'];

seasons[3] = 'Autumn';

console.log(seasons);

//Output: ['Winter', 'Spring', 'Summer', 'Autumn']

**Arrays with let and const**

You may recall that you can declare variables with both the let and const keywords. Variables declared with let can be reassigned and declared with the const keyword cannot be reassigned.

However, elements in an array declared with const remain mutable. Meaning that we can change the contents of a const array, but cannot reassign a new array or a different value.

let condiments = ['Ketchup', 'Mustard', 'Soy Sauce', 'Sriracha'];

console.log(condiments);

// [ 'Ketchup', 'Mustard', 'Soy Sauce', 'Sriracha' ]

condiments [0] = 'Mayo';

console.log(condiments);

//[ 'Mayo', 'Mustard', 'Soy Sauce', 'Sriracha' ]

condiments=['Mayo'];

console.log(condiments);

//[ 'Mayo' ]

const utensils = ['Fork', 'Knife', 'Chopsticks', 'Spork'];

console.log(utensils);

utensils [3] = 'Spoon';

console.log(utensils);

//utensils = ['Spoon'];

//console.log(utensils);

//error

**The .length property**

Array's built-in properties is lengthand it returns the number of items in the array.

const newYearsResolutions = ['Keep a journal', 'Take a falconry class'];

console.log(newYearsResolutions.length);

// Output: 2

**The .push() Method**

These methods are specifically called on arrays to make common tasks, like adding and removing elements, more straightforward.

One method, .push() allows us to add items to the end of an array. Here is an example of how this is used:

const itemTracker = ['item 0', 'item 1', 'item 2'];

itemTracker.push('item 3', 'item 4');

console.log(itemTracker);

// Output: ['item 0', 'item 1', 'item 2', 'item 3', 'item 4'];

**The .pop() Method**

Another array method, .pop(), removes the last item of an array.

const newItemTracker = ['item 0', 'item 1', 'item 2'];

const removed = newItemTracker.pop();

console.log(newItemTracker);

// Output: [ 'item 0', 'item 1' ]

console.log(removed);

// Output: item 2

**More Array Methods**

There are many more array methods than just .push() and .pop(). You can read about all of the array methods that exist on the

<https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Array/shift>

Some arrays methods that are available to JavaScript developers include: .join(), .slice(), .splice(), .shift(), .unshift(), and .concat()amongst many others. Using these built-in methods make it easier to do some common tasks when working with arrays.

const groceryList = ['orange juice', 'bananas', 'coffee beans', 'brown rice', 'pasta', 'coconut oil', 'plantains'];

//console.log(groceryList);

//remove 0 index value element

groceryList.shift();

//console.log(groceryList);

// add new element in the 0 index value

groceryList.unshift('popcorn');

//console.log(groceryList);

// copied some element to another array orignal array not modified

console.log(groceryList.slice(1, 4));

console.log(groceryList);

// used to find a item using index of an array

const pastaIndex = groceryList.indexOf('pasta');

console.log(pastaIndex);

//The concat() method is used to merge two or more arrays. This method does not change the existing arrays, but instead returns a new array.

var array1 = ['a', 'b', 'c'];

var array2 = ['d', 'e', 'f'];

console.log(array1.concat(array2));

//The join() method creates and returns a new string by concatenating all of the elements in an array (or an array-like object), separated by commas or a specified separator string. If the array has only one item, then that item will be returned without using the separator.

console.log(array1.join('-'));

//The splice() method changes the contents of an array by removing or replacing existing elements and/or adding new elements.

var months = ['Jan', 'March', 'April', 'June'];

months.splice(1, 0, 'Feb');

// inserts at 1st index position

console.log(months);

// expected output: Array ['Jan', 'Feb', 'March', 'April', 'June']

months.splice(4, 1, 'May');

// replaces 1 element at 4th index

console.log(months);

// expected output: Array ['Jan', 'Feb', 'March', 'April', 'May']

**Arrays and Functions**

arrays being mutable, or changeable. Well what happens if we try to change an array inside a function? Does the array keep the change after the function call or is it scoped to inside the function?

const flowers = ['peony', 'daffodil', 'marigold'];

function addFlower(arr) {

arr.push('lily');

}

addFlower(flowers);

console.log(flowers); // Output: ['peony', 'daffodil', 'marigold', 'lily']

So when you pass an array into a function, if the array is mutated inside the function, that change will be maintained outside the function as well. You might also see this concept explained as *pass-by-reference* since what we're actually passing the function is a reference to where the variable memory is stored and changing the memory.

const concept = ['arrays', 'can', 'be', 'mutated'];

function changeArr(arr){

arr[3] = 'MUTATED';

}

changeArr(concept);

console.log(concept);

function removeElement(newArr){

newArr.pop();

}

removeElement(concept);

console.log(concept);

**Nested Arrays**

When an array contains another array it is known as a *nested array*.

To access the nested arrays we can use bracket notation with the index value, just like we did to access any other element:

const nestedArr = [[1], [2, 3]];

console.log(nestedArr[1]); // Output: [2, 3]

if we wanted to access the elements within the nested array we can chain, or add on, more bracket notation with index values.

const nestedArr = [[1], [2, 3]];

console.log(nestedArr[1]); // Output: [2, 3]

console.log(nestedArr[1][0]); // Output: 2

Example:

let numberClusters=[[1,2],[3,4],[5,6]];

const target=numberClusters[2][1];

console.log(target);

**Loops**

A *loop* is a programming tool that repeats a set of instructions until a specified condition, called a *stopping condition* is reached. iterate term refers to loops simply means "to repeat".

When we need to reuse a task in our code, we often bundle that action in a function. Similarly, when we see that a process has to repeat multiple times in a row, we write a loop.

**Repeating Tasks Manually**

The best way to do that is by showing you how cumbersome(complicated) it would be if a repeated task required you to type out the same code every single time.

let vacationSpots=['one','two','three'];

console.log(vacationSpots[0]);

console.log(vacationSpots[1]);

console.log(vacationSpots[2]);

//Now imagine that the vacation list had 100 places on it— logging each array element to the console by hand would be a tedious task!

**The For Loop**

Instead of writing out the same code over and over, loops allow us to tell computers to repeat a given block of code on its own.

The typical for loop includes an *iterator variable* that usually appears in all three expressions.

A for loop contains three expressions separated by ; inside the parentheses:

1. an *initialization* starts the loop and can also be used to declare the iterator variable.
2. a *stopping condition* is the condition that the iterator variable is evaluated against— if the condition evaluates to true the code block will run, and if it evaluates to false the code will stop.
3. an *iteration statement* is used to update the iterator variable on each loop.

for(let count=5; count<=10; count++ )

{

console.log(count);

}

Output:

->This for loop makes it possible to write 5, 6, 7, and 8,9,10 programmatically.

**Looping in Reverse**

What if we want the for loop to log 3, 2, 1, and then 0?

* Set the iterator variable to the highest desired value in the initialization expression.
* Set the stopping condition for when the iterator variable is less than the desired amount.
* The iterator should decrease in intervals after each iteration.

for (let counter = 3; counter >=0; counter--){

console.log(counter);

}

**Looping through Arrays**

To loop through each element in an array, a forloop should use the array's .length property in its condition.

const vacationSpots = ['Bali', 'Paris', 'Tulum'];

// Write your code below

for (let i = 0; i < vacationSpots.length; i++ ){

console.log('I would love to visit ' + vacationSpots[i]);

}

Output:

i would like to visit Bali

i would like to visit Paris

i would like to visit Tulum

Remember that arrays are zero-indexed, the index of the last element of an array is equivalent to the length of that array minus 1. If we tried to access an element at the index of animals.length we will have gone too far!

**Nested Loops**

When we have a loop running inside another loop, we call that a *nested loop*. One use for a nested for loop is to compare the elements in two arrays.

let bobsFollowers = ['sonu', 'kaku', 'saubhya', 'dhanu'];

let tinasFollowers = ['sonu', 'saubhya', 'Elle'];

let mutualFollowers = [];

for (let i = 0; i < bobsFollowers.length; i++)

{

for (let j = 0; j < tinasFollowers.length; j++)

{

if (bobsFollowers[i] === tinasFollowers[j])

{

mutualFollowers.push(bobsFollowers[i]);

}

}

};

console.log(mutualFollowers);

Example:2

const animal = 'cat';

for (let i = 0; i < animal.length; i++) {

console.log(animal[i]);

for (let j = 1; j < 4; j++) {

console.log(j);

}

}

Output: c 1 2 3 a 1 2 3 t 1 2 3

**The While Loop**

The while loop. To start, let's convert a for loop into a while loop:

// A for loop that prints 1, 2, and 3

for (let counterOne = 1; counterOne < 4; counterOne++){

console.log(counterOne);

}

// A while loop that prints 1, 2, and 3

let counterTwo = 1;

while (counterTwo < 4) {

console.log(counterTwo);

counterTwo++;

}

What would happen if we didn't increment counterTwo inside our block? If we didn't include this, counterTwo would always have its initial value, 0. That would mean the testing condition counterTwo < 4 would always evaluate to trueand our loop would never stop running! This is called an *infinite loop* and it's something we always want to **avoid**.

Example: Think of eating like a while loop: when you start taking bites, you don't know the exact number you'll need to become full. Rather you'll eat whileyou're hungry. In situations when we want a loop to execute an undetermined number of times, while loops are the best choice.

const cards = ['diamond', 'spade', 'heart', 'club'];

// Write your code below

let currentCard;

while (currentCard!='spade')

{

currentCard = cards[Math.floor(Math.random() \* 4)];

//Math.floor(Math.random() \* 4) will give us a random number from 0 to 3. We'll use this number to index the cards array, and assign the value of currentCard to a random element from that array.

console.log(currentCard)

}

**Do...While Statements**

In some cases, you want a piece of code to run at least once and then loop based on a specific condition after its initial run. A do...while statement says to do a task once and then keep doing it until a specified condition is no longer met.

let cupsOfSugarNeeded = 3;

let cupsAdded = 0;

do {

cupsAdded++

console.log(cupsAdded)

} while (cupsAdded < cupsOfSugarNeeded);

First, the code block after the do keyword is executed once. Then the condition is evaluated. If the condition evaluates to true, the block will execute again. The looping stops when the condition evaluates to false.

const firstMessage = 'I will print!';

const secondMessage = 'I will not print!';

// A do while with a stopping condition that evaluates to false

do {

console.log(firstMessage)

} while (true === false);

// A while loop with a stopping condition that evaluates to false

while (true === false){

console.log(secondMessage)

};

**The break Keyword**

Imagine we're looking to adopt a dog. We plan to go to the shelter every day for a year But what if we meet our dream dog on day 65? We don't want to keep going to the shelter for the next 300 days just because our original plan was to go for a whole year.

In our code, when we want to stop a loop from continuing to execute even though the original stopping condition we wrote for our loop hasn't been met, we can use the keyword break.

const rapperArray = ["Lil' Kim", "Jay-Z", "Notorious B.I.G.", "Tupac"];

// Write you code below

for (let i = 0; i < rapperArray.length; i++){

console.log(rapperArray[i]);

if (rapperArray[i] === 'Notorious B.I.G.'){

break;

}

}

console.log("And if you don't know, now you know."

[**JavaScript: Iterators**](https://www.codecademy.com/learn/paths/web-development)

**Introduction**

If we told you to "count to three," we would expect you to say or think the numbers one, two and three. With programming, we’re faced with needing to be more explicit with our directions to the computer. Here's how we might tell the computer to "count to three":

for (let i = 1; i<=3; i++) {

console.log(i)

}

**HIGHER-ORDER FUNCTIONS**

Instead of listing all those details, we can say, "We baked a cake," and still impart all that meaning to you. Not required abstract detail for humans.

In programming, we can accomplish “abstraction” by writing functions. In addition to allowing us to reuse our code, functions help to make clear, readable programs.

Higher-order functions are functions that accept other functions as arguments and/or return functions as output.

Example : "We hosted a birthday party" is an abstraction that may build on the abstraction "We made a cake."

**Functions as Data**

Here, we have an annoyingly long function name that hurts the readability of any code in which it's used. This function going to call repeatly.

const announceThatIAmDoingImportantWork = () => {

console.log("I’m doing very important work!");

};

We can re-assign the function to a variable with a suitably short name:

const busy = announceThatIAmDoingImportantWork;

busy(); // This function call barely takes any space!

busy is a variable that holds a **reference** to our original function.

Notice how we assign announceThatIAmDoingImportantWork without parentheses as the value to the busy variable.

Since functions are a type of object, they have properties such as .length and .name and methods such as .toString(). You can see more about the methods and properties of functions

<https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Function>

const checkThatTwoPlusTwoEqualsFourAMillionTimes = () => {

for(let i = 1; i <= 1000000; i++) {

if ( (2 + 2) != 4) {

console.log('Something has gone very wrong :( ');

}

}

}

// change name of a function and dont use () with orignal function name.

let is2p2= checkThatTwoPlusTwoEqualsFourAMillionTimes;

// invoke

is2p2();

// if we forgot the original name of our function

//use of property

console.log(is2p2.name);

**Functions as Parameters**

We can also pass functions (into other functions) as parameters. A *higher-order function* is a function that either accepts functions as parameters, returns a function, or both! We call the functions that get passed in as parameters and invoked *callback functions* because they get called during the execution of the higher-order function.

When we pass a function in as an argument to another function, we don't invoke it. Invoking the function would evaluate to the return value of that function call. With callbacks, we pass in the function itself by typing the function name *without* the parentheses (that would evaluate to the result of calling the function):

const timeFuncRuntime = funcParameter => {

let t1 = Date.now();

funcParameter();

let t2 = Date.now();

return t2 - t1;

}

const addOneToOne = () => 1 + 1;

timeFuncRuntime(addOneToOne);

We wrote a higher-order function, timeFuncRuntime(). It takes in a function as an argument, saves a starting time, invokes the callback function, records the time after the function was called, and returns the time the function took to run by subtracting the starting time from the ending time.

This higher-order function could be used with any callback function which makes it a potentially powerful piece of code.

We then invoked timeFuncRuntime() first with the addOneToOne() function - note how we passed in addOneToOne and did not invoke it.

timeFuncRuntime(() => {

for (let i = 10; i>0; i--){

console.log(i);

}

});

In this example, we invoked timeFuncRuntime()with an anonymous function that counts backwards from 10. Anonymous functions can be arguments too!

const checkThatTwoPlusTwoEqualsFourAMillionTimes = () => {

for(let i = 1; i <=1; i++) {

if ( (2 + 2) !=4 ) {

console.log('Something has gone very wrong :( ');

}

else {

console.log("running function 1")

}

}

};

const addTwo = num => num + 2;

const timeFuncRuntime = funcParameter => {

let t1 = Date.now();

funcParameter();

let t2 = Date.now();

console.log("hey")

return t2 - t1;

};

// Write your code below

const time2p2 = timeFuncRuntime(checkThatTwoPlusTwoEqualsFourAMillionTimes);

const checkConsistentOutput = (func, val) => {

let firstTry = func(val);// addTwo(val+2)

let secondTry = func(val);

if (firstTry === secondTry) {

return firstTry

} else {

return 'This function returned inconsistent results'

}

};

console.log(checkConsistentOutput(addTwo, 10))

**Introduction to Iterators**

The built-in JavaScript array methods that help us iterate are called *iteration methods*, at times referred to as *iterators*. Iterators are methods called on arrays to manipulate elements and return values.

const artists = ['Picasso', 'Kahlo', 'Matisse', 'Utamaro'];

artists.forEach(artist => {

console.log(artist + ' is one of my favorite artists.');

});

const numbers = [1, 2, 3, 4, 5];

const squareNumbers = numbers.map(number => {

return number \* number;

});

console.log(squareNumbers);

const things = ['desk', 'chair', 5, 'backpack', 3.14, 100];

const onlyNumbers = things.filter(thing => {

return typeof thing === 'number';

});

console.log(onlyNumbers);

**The .forEach() Method**

Aptly named, .forEach() will execute the same code for each element of an array.
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Example:

const fruits = ['mango', 'papaya', 'pineapple', 'apple'];

// Iterate over fruits below

/\* way 1:---------------------------------

function printFruits(element){

console.log("I want to eat a "+element)

}

fruits.forEach(printFruits);

-------------------------------------------

\*/

/\*

Way 2-------------------------------------

fruits.forEach(function(printFruits){

console.log("i want to eat a "+printFruits)

})

------------------------------------------

\*/

//way-3

fruits.forEach(printFruits => console.log("i want to eat a "+printFruits));

**The .map() Method**

The second iterator we're going to cover is .map(). When .map() is called on an array, it takes an argument of a callback function and returns a new array! Take a look at an example of calling .map():

const numbers = [1, 2, 3, 4, 5];

const bigNumbers = numbers.map(number => {

return number \* 10;

});

.map() works in a similar manner to .forEach()— the major difference is that .map() returns a new array.

If we take a look at numbers and bigNumbers:

console.log(numbers); // Output: [1, 2, 3, 4, 5]

console.log(bigNumbers); // Output: [10, 20, 30, 40, 50]

Notice that the elements in numbers were not altered and bigNumbers is a new array.

//Program -1

const animals = ['Hen', 'elephant', 'llama', 'leopard', 'ostrich', 'Whale', 'octopus', 'rabbit', 'lion', 'dog'];

// WAY -1

const secretMessage = animals.map(animals => {

return animals[0]

});

console.log(secretMessage.join(''));

//Output: HelloWorld is a Secret message

//-------------------------------------------------------------------

//Program -2

// WAY -1

const bigNumbers = [100, 200, 300, 400, 500];

const smallNumbers = bigNumbers.map(bigNumbers => {

return bigNumbers /100

});

console.log(smallNumbers.join(''));

// Create the smallNumbers array below

//Output: 12345

//---------------------------------------------------------------------

//WAY -2 [DIRECT ACCESS]

const mapWay2 = [1000, 2000, 3000, 4000, 5000].map(function(elements){

return elements /100;

});

console.log(mapWay2);

//---------------------------------------------------------------------

//WAY -3 [DIRECT ACCESS]

const mapWay3 = [1000, 2000, 3000, 4000, 5000].map(elements=>elements /10);

console.log(mapWay3);

**The .filter() Method**

Like .map(), .filter() returns a new array.

However, .filter() returns an array of elements after filtering out certain elements from the original array. The callback function for the .filter()method should return true or false depending on the element that is passed to it.

const words = ['chair', 'music', 'pillow', 'brick', 'pen', 'door'];

const shortWords = words.filter(word => {

return word.length < 6;

});

* word.length < 6; is the condition in the callback function. Any word from the wordsarray that has fewer than 6 characters will be added to the shortWords array.

Let's also check the values of words and shortWords:

console.log(words); // Output: ['chair', 'music', 'pillow', 'brick', 'pen', 'door'];

console.log(shortWords); // Output: ['chair', 'music', 'brick', 'pen', 'door']

Example :

const randomNumbers = [375, 200, 3.14, 7, 13, 852];

//Way -1

const smallNumbers = randomNumbers.filter(function(randomNumbers){

return randomNumbers < 250;

})

console.log(smallNumbers)

// Output : [ 200, 3.14, 7, 13 ]

//----------------------------------------------------------------------------------------------

const randomNumbers2 = [3750, 2000, 3.140, 70, 130, 8520];

//Way -2

const filteredNums2 = randomNumbers2.filter(randomNumbers2 => randomNumbers2 < 2500);

console.log(filteredNums2);

//Output : [ 2000, 3.14, 70, 130 ]

//----------------------------------------------------------------------------------------------

const randomNumbers3 = [3750, 2000, 3.140, 70, 130, 8520];

//Way-3

const Way3 = randomNumbers3.filter(randomNumbers3 => {

return randomNumbers3 < 250

});

console.log(Way3);

//Output : [ 3.14, 70, 130 ]

//----------------------------------------------------------------------------------------------

//Way -4 [Direct Access]

const Way4 = [37500, 20000, 3.14000, 700000, 130000, 85200].filter(function(elements){

return elements < 10000;

});

console.log(Way4);

//Output :[ 3.14 ]

//----------------------------------------------------------------------------------------------

//Way-5 [Direct Access]

const filterWay5 = [1000, 2000, 3000, 4000, 5000].filter(elements=>elements <= 2000);

console.log(filterWay5);

// Output : [ 1000, 2000 ]

//----------------------------------------------------------------------------------------------

//Way -6

const numbers1 = [10, 20, 30, 40, 50];

const filteredNums = numbers1.filter(function(number1){

if (number1 < 25) {

return true;

}

})

console.log(numbers1);

//----------------------------------------------------------------------------------------------

// WORK WITH STRINGS

const favoriteWords = ['nostalgia', 'hyperbole', 'fervent', 'esoteric', 'serene'];

const longFavoriteWords = favoriteWords.filter(function(favoriteWords){

return favoriteWords.length > 7;

})

console.log(longFavoriteWords)

# The .findIndex() Method

Calling .findIndex() on an array will return the index of the first element that evaluates to true in the callback function.

const jumbledNums = [123, 25, 78, 5, 9];

const lessThanTen = jumbledNums.findIndex(num => {

return num < 10;

});

console.log(lessThanTen); // Output: 3

If we check what element has index of 3:

console.log(jumbledNums[3]); // Output: 5

If there isn't a single element in the array that satisfies the condition in the callback, then .findIndex() will return -1.

const greaterThan1000 = jumbledNums.findIndex(num => {

return num > 1000;

});

console.log(greaterThan1000); // Output: -1

Example : 2

const animals = ['hippo', 'tiger', 'lion', 'seal', 'cheetah', 'monkey', 'salamander', 'elephant'];

const foundAnimal = animals.findIndex(animal => {

return animal === 'elephant';

});

const startsWithS = animals.findIndex(animal => {

return animal[0] === 's' ? true : false;

});

console.log(foundAnimal);

console.log(startsWithS);

# The .reduce() Method

The .reduce() method returns a single value after iterating through the elements of an array, thereby reducing the array. Take a look at the example below:

const numbers = [1, 2, 4, 10];

const summedNums = numbers.reduce((accumulator, currentValue) => {

return accumulator + currentValue

})

console.log(summedNums) // Output: 17
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* The callback function has two parameters, accumulator and currentValue. The value of accumulator starts off as the value of the first element in the array and the currentValue starts as the second element. To see the value of accumulator and currentValue change, review the chart above.

The .reduce() method can also take an optional second parameter to set an initial value for accumulator (remember, the first argument is the callback function!). For instance:

//accumulator is a callback fun

const numbers = [1, 2, 4, 10];

const summedNums = numbers.reduce((accumulator, currentValue) => {

return accumulator + currentValue

}, 100) // <- Second argument for .reduce()

console.log(summedNums); // Output: 117

Here's an updated chart that accounts for the second argument of 100:

![](data:image/png;base64,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)

Example :

const newNumbers = [1, 3, 5, 7];

const newSum = newNumbers.reduce(function(accumulator, currentValue) {

console.log('The value of accumulator: ', accumulator);

console.log('The value of currentValue: ', currentValue);

return accumulator + currentValue;

}, 10); // <- Second argument for .reduce()

console.log("Total sum :"+newSum)

Output:

The value of accumulator: 10

The value of currentValue: 1

The value of accumulator: 11

The value of currentValue: 3

The value of accumulator: 14

The value of currentValue: 5

The value of accumulator: 19

The value of currentValue: 7

Total sum :26

***-->Every()***

***Every element of an array should satify the condition then it returns true else false.***

function isBelowThreshold(currentValue) {

return currentValue < 40;

}

var array1 = [1, 30, 39, 29, 10, 13];

console.log(array1.every(isBelowThreshold));

// expected output: true

**Array.some()**

**If one element of an array satisfy the condition. it returns true.**

function isBiggerThan10(element, index, array) {

return element > 10;

}

[2, 5, 8, 1, 4].some(isBiggerThan10); // false

[12, 5, 8, 1, 4].some(isBiggerThan10); // true

Find more:---------

"https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global\_Objects/Array#Iteration\_methods"

Example:

const cities = ['Erlando', 'Aubai', 'Rdinburgh', 'Nhennai', 'Cccra', 'Oenver', 'Oskisehir', 'Dedellin', 'Eokohama'];

const nums = [1, 50, 75, 200, 350, 525, 1000];

// Choose a method that will return undefined

cities.forEach(city => console.log('Have you visited ' + city + '?'));

// Choose a method that will return a new array

const longCities = cities.filter(city => city.length > 7);

console.log(longCities);

// Choose a method that will return a single value

const word = cities.reduce((acc, currVal) => {

return acc + currVal[0]

}, "L");

console.log(word)

// Choose a method that will return a new array

const smallerNums = nums.map(num => num - 5);

console.log(smallerNums);

// Choose a method that will return a boolean value

const a = nums.some(num => num < 5);

console.log(a)

// Choose a method that will return a boolean value

const b = nums.every(num => num < 5);

console.log(b)

Project : [**JavaScript: Iterators**](https://www.codecademy.com/learn/paths/web-development)

Manipulation In string Paragraph

let story = 'Last weekend, I took literally the most beautiful bike ride of my life. The route is called "The 9W to Nyack" and it actually stretches all the way from Riverside Park in Manhattan to South Nyack, New Jersey. It\'s really an adventure from beginning to end! It is a 48 mile loop and it basically took me an entire day. I stopped at Riverbank State Park to take some extremely artsy photos. It was a short stop, though, because I had a really long way left to go. After a quick photo op at the very popular Little Red Lighthouse, I began my trek across the George Washington Bridge into New Jersey. The GW is actually very long - 4,760 feet! I was already very tired by the time I got to the other side. An hour later, I reached Greenbrook Nature Sanctuary, an extremely beautiful park along the coast of the Hudson. Something that was very surprising to me was that near the end of the route you actually cross back into New York! At this point, you are very close to the end.';

//Split words in an string

let split = story.split(' ');

//console.log(split);

let FindLength = story.length;

console.log("total Orignal Words",FindLength);

//remove these words used INCLUDE METHOD with ! operator

let unnecessaryWords = ['extremely', 'literally', 'actually' ];

const betterWords = split.filter(word => {

return !unnecessaryWords.includes(word);

});

//console.log(betterWords);

//now check the length of words

console.log("After Alter ->Word counts :",betterWords.length);

let overusedWords = ['really', 'very', 'basically'];

let reallyCount=0;

let veryCount=0;

let basicallyCount=0;

for(word of split){

if(word==="really")

{

reallyCount +=1;

}

else if(word==="very")

{

veryCount +=1;

}

else if(word==="basically")

{

basicallyCount +=1;

}

}

console.log("really count :" + reallyCount)

console.log("very count :" + veryCount)

console.log("basically count :" + basicallyCount)

let sentenceCount=0;

for(word of split){

if (word[word.length - 1]==='.' || word[word.length - 1]==='!')

{

sentenceCount += 1;

}

}

console.log("sentences count: ",sentenceCount);

console.log(betterWords.join(' '))

# Introduction to Objects

There are only seven fundamental data types in JavaScript, and six of those are the primitive data types: string, number, boolean, null, undefined, and symbol.With the seventh type, objects

JavaScript objects are containers storing related data and functionality, but that deceptively simple task is extremely powerful in practice.

# Creating Object Literals

object literal created:

let spaceship = {}; // spaceship is an empty object

We fill an object with unordered data. This data is organized into key(variable-name point location that holds value)-value pairs.
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A key's value can be of any data type in the language including functions or other objects.

![](data:image/png;base64,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)

// An object literal with two key-value pairs

let spaceship = {

'Fuel Type': 'diesel', // define properties

color: 'silver' // fuel type, has quotation marks because it contains a space character.

};

# Accessing Properties

There are two ways we can access an object's property.

first way— dot notation, .

let spaceship = {

homePlanet: 'Earth',

color: 'silver'

};

spaceship.homePlanet; // Returns 'Earth',

spaceship.color; // Returns 'silver',
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**Note** :If we try to access a property that does not exist on that object, `undefined` will be returned.

let spaceship = {

homePlanet: 'Earth',

color: 'silver',

'Fuel Type': 'Turbo Fuel', // accessing problem can be solved through []

numCrew: 5,

flightPath: ['Venus', 'Mars', 'Saturn']

};

// access values of an object

let crewCount =spaceship.numCrew;

let planetArray =spaceship.flightPath ;

# Bracket Notation

The second way [ ].

You've used bracket notation when indexing an array:

['A', 'B', 'C'][0]; // Returns 'A'

To use bracket notation to access an object's property, we pass in the property name (key) as a string.
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We \*must\* use bracket notation when accessing keys that have numbers, spaces, or special characters in them. Without bracket notation in these situations, our code would throw an error.

let spaceship = {

'Fuel Type': 'Turbo Fuel',

'Active Duty': true,

homePlanet: 'Earth',

numCrew: 5

};

spaceship['Active Duty']; // Returns true

spaceship['Fuel Type']; // Returns 'Turbo Fuel'

spaceship['numCrew']; // Returns 5

spaceship['!!!!!!!!!!!!!!!']; // Returns undefined

With bracket notation you can also use a variable inside the brackets to select the keys of an object. This can be especially helpful when working with functions:

Syntax:

let returnAnyProp = (objectName, propName) => objectName[propName];

returnAnyProp(spaceship, 'homePlanet'); // Returns 'Earth'

Example :

let spaceship = {

'Fuel Type': 'Turbo Fuel',

'Active Duty': true,

homePlanet: 'Earth',

numCrew: 5

};

//Way -1

let abc = function (spaceship, propName){

return spaceship[propName];

}

console.log(abc(spaceship,'homePlanet'));

console.log(abc(spaceship,'Active Duty'));

console.log(abc(spaceship,'numCrew'));

console.log(abc(spaceship,'Fuel Type'));

// WAY -2

//let returnAnyProp = (spaceship, propName) => spaceship[propName];

//console.log(returnAnyProp(spaceship, 'numCrew'))

//console.log(returnAnyProp(spaceship, 'homePlanet'));

//console.log(returnAnyProp(spaceship, 'Active Duty'))

//console.log(returnAnyProp(spaceship, 'Fuel Type'));

# Property Assignment

There is no need to stuck with all the properties we wrote. Objects are mutable meaning we can update them after we create them!

We can use either dot notation, ., or bracket notation, [], and the assignment operator, = to add new key-value pairs to an object or change an existing property.
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One of two things can happen with property assignment:

* If the property already exists on the object, whatever value it held before will be replaced with the newly assigned value.
* If there was no property with that name, a new property will be added to the object.

It's important to know that although we can't reassign an object declared with const, we can still mutate it, meaning we can add new properties and change the properties that are there.

const spaceship = {type: 'shuttle'};

spaceship = {type: 'alien'}; // TypeError: Assignment to constant variable if we do same thing with let then it works.

spaceship.type = 'alien'; // Changes the value of the type property

spaceship.speed = 'Mach 5'; // Creates a new key of 'speed' with a value of 'Mach 5'

// Assign property with use of brackets.

objectName['Property Name'] = 'New Property Value';

You can delete a property from an object with the deleteoperator.

const spaceship = {

'Fuel Type': 'Turbo Fuel',

homePlanet: 'Earth',

mission: 'Explore the universe'

};

delete spaceship.mission; // Removes the mission property

delete spaceship['mission']

# Methods

When the data stored on an object is a function we call that a method.

Do object methods seem familiar? That’s because you've been using them all along! For example console is a global javascript object and .log()is a method on that object. Math is also a global javascript object and .floor() is a method on it.

const alienShip = {

invade: function () {

console.log('Hello! We have come to dominate your planet. Instead of Earth, it shall be called New Xaculon.')

}

};

Way - 2

const alienShip = {

// With the new method syntax introduced in ES6 we can omit the colon and the function keyword.

invade () {

console.log('Hello! We have come to dominate your planet. Instead of Earth, it shall be called New Xaculon.')

}

};

alienShip.invade(); // Prints 'Hello! We have come to dominate your planet. Instead of Earth, it shall be called New Xaculon.'

Example :

let retreatMessage = 'We no longer wish to conquer your planet. It is full of dogs, which we do not care for.';

// Write your code below

let alienShip = {

passenger:null,

// create function in an object

retreat() {

console.log(retreatMessage);

},

takeOff () {

console.log('Spim... Borp... Glix... Blastoff!')

},// seperated by comma

homePlanet: 'Earth',

numCrew: 5,

}

// access those functions which is declare in a object

alienShip.retreat();

alienShip.takeOff();

let a = alienShip.homePlanet;

let b = alienShip['numCrew'];

console.log(a,b)

// add new elements in an object

alienShip.speed = 'Mach 5';

alienShip['bike'] = 'pulser';

// accessing new elements

let c = alienShip.speed;

let d = alienShip['bike'];

console.log(c,d)

// just an example \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

spaceship.passengers = [{name: 'Space Dog'},{name: 'Space bag'}];

# Nested Objects

In application code, objects are often nested— an object might have another object as a property which in turn could have a property that's an array of even more objects!

const spaceship =

{

telescope:

{

yearBuilt: 2018,

model: '91031-XLT',

focalLength: 2032

},

crew:

{

captain:

{

name: 'Sandra',

degree: 'Computer Engineering',

encourageTeam() { console.log('We got this!') }

}

},

engine:

{

model: 'Nimbus2000'

},

nanoelectronics:

{

computer:

{

terabytes: 100,

monitors: 'HD'

},

'back-up':

{

battery: 'Lithium',

terabytes: 50

}

}

};

We can chain operators to access nested properties.

spaceship.nanoelectronics['back-up'].battery; // Returns 'Lithium'

// just an example

let capFave = spaceship.crew.captain['favorite foods'][0];

# Pass By Reference

Objects are passed by reference. This means when we pass a variable assigned to an object into a function as an argument, the computer interprets the parameter name as pointing to the space in memory holding that object. As a result, functions which change object properties actually mutate the object permanently (even when the object is assigned to a const variable).

const spaceship = {

homePlanet : 'Earth',

color : 'silver'

};

let paintIt = obj => {

obj.color = 'glorious gold'

obj.disabled = true; // new element };

paintIt(spaceship);

spaceship.color // Returns 'glorious gold' true

Our function paintIt() permanently changed the color of our spaceship object. However, reassignment of the spaceship variable wouldn't work in the same way:

let spaceship = {

homePlanet : 'Earth',

color : 'red'

};

let tryReassignment = obj => {

obj = {

identified : false,

'transport type' : 'flying'

}

console.log(obj) // Prints {'identified': false, 'transport type': 'flying'}

};

tryReassignment(spaceship) // The attempt at reassignment does not work.

spaceship // Still returns {homePlanet : 'Earth', color : 'red'};

spaceship = {

identified : false,

'transport type': 'flying'

}; // Regular reassignment still works.

Let's look at what happened in the code example:

* We declared this spaceship object with let. This allowed us to reassign it to a new object with identified and 'transport type'properties with no problems.
* When we tried the same thing using a function designed to reassign the object passed into it, the reassignment didn't stick (even though calling console.log() on the object produced the expected result).
* When we passed spaceship into that function, obj became a reference to the memory location of the spaceship object, but not to the spaceship variable. This is because the obj parameter of the tryReassignment()function is a variable in its own right. The body of tryReassignment() has no knowledge of the spaceship variable at all!
* When we did the reassignment in the body of tryReassignment(), the obj variable came to refer to the memory location of the object {'identified' : false, 'transport type' : 'flying'}, while the spaceship variable was completely unchanged from its earlier value.

# Looping Through Objects

Loops are programming tools that repeat a block of code until a condition is met. We learned how to iterate through arrays using their numerical indexing, but the key-value pairs in objects aren't ordered!

https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Statements/for...in

Syntax:-

for (let variableName in outerObject.innerObject) {

console.log(`${outerObject.innerObject[variableName].propertyName}: ${outerObject.innerObject[variableName].differentPropertyName}`)

};

for...in will execute a given block of code for each property in an object.

let spaceship = {

crew: {

captain: {

name: 'Lily',

degree: 'Computer Engineering',

cheerTeam() { console.log('You got this!') }

},

'chief officer': {

name: 'Dan',

degree: 'Aerospace Engineering',

agree() { console.log('I agree, captain!') }

},

medic: {

name: 'Clementine',

degree: 'Physics',

announce() { console.log(`Jets on!`) } },

translator: {

name: 'Shauna',

degree: 'Conservation Science',

powerFuel() { console.log('The tank is full!') }

}

}

};

// for...in

for (let crewMember in spaceship.crew) {

console.log(`${crewMember}: ${spaceship.crew[crewMember].name}`)

};

for (let crewMember in spaceship.crew) {

console.log(`${spaceship.crew[crewMember].name}: ${spaceship.crew[crewMember].degree}`)

};

Our for...in will iterate through each element of the spaceship.crew object. In each iteration, the variable crewMember is set to one of spaceship.crew's keys, enabling us to log a list of crew members' role and name.

const car = {

numDoors: 4,

isDirty: true,

color: 'red'

}

for (let key in car) {

console.log(key)

}

Output:

numDoors

isDirty

color

# Advanced Objects Introduction

Remember, objects in JavaScript are containers that store data and functionality.

Advance Concepts Topics:

* how to use the this keyword.
* conveying privacy in JavaScript methods.
* defining getters and setters in objects.
* creating factory functions.
* using destructuring techniques.

# The this Keyword

Objects are collections of related data and functionality. We store that functionality in methods on our objects:

const goat = {

dietType: 'herbivore',

makeSound() {

console.log('baaa');

}

};

In our goat object we have a .makeSound()method. We can invoke the .makeSound() method on goat.

goat.makeSound(); // Prints baaa

// Everything seems to be working fine.

What if we wanted to add a new method to our goat object called .diet() that prints the goat's dietType?

const goat = {

dietType: 'herbivore',

makeSound() {

console.log('baaa');

},

diet() {

console.log(dietType);

}

};

goat.diet();

// Output will be "ReferenceError: dietType is not defined"

That's strange, why is dietType not defined even though it's a property of goat? That's because inside the scope of the .diet() method, we don't automatically have access to other properties of the goat object.

***this keyword comes to the rescue.***

const robot = {

model:'1E78V2',

energyLevel:100,

provideInfo(){

return `I am ${this.model} and my current energy level is ${this.energyLevel}`

}

};

console.log(robot.provideInfo());

The this keyword references the calling objectwhich provides access to the calling object's properties.

Here, we can use that diet() function but, with the use of goat object.

const robot = {

model:'1E78V2',

energyLevel:100,

provideInfo(){

return `I am ${robot.model} and my current energy level is ${robot.energyLevel}` // see the DIFFERENCE

}

};

console.log(robot.provideInfo());

**Arrow Functions and this**

We saw in the previous exercise that for a method, the calling object is the object the method belongs to. If we use the this keyword in a method then the value of this is the calling object. However, it becomes a bit more complicated when we start using arrow functions for methods.

const goat = {

dietType: 'herbivore',

makeSound() {

console.log('baaa');

},

diet: () => {

console.log(this.dietType);

} // (THIS KEYWORD) NOT WORK WITH ARROW FUNCTONS

};

goat.diet(); // Prints undefined

const goat = {

dietType: 'herbivore',

makeSound() {

console.log('baaa');

},

diet: () => {

console.log(robot.dietType);

} // NOW WORKS

};

goat.diet(); // Output : Energy is currently at 100%.

Arrow functions inherently bind, or tie, an already defined this value to the function itself that is NOT the calling object. To read more about either arrow functions or the global object check out the

<https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Functions/Arrow_functions>

<https://developer.mozilla.org/en-US/docs/Glossary/Global_object>

**Privacy**

When discussing *privacy* in objects, we define it as the idea that only certain properties should be mutable or able to change in value.

One common convention is to place an underscore \_ before the name of a property to mean that the property should not be altered. Here's an example of using \_ to prepend a property.

const bankAccount = {

\_amount: 1000

}

Even so, it is still possible to reassign \_amount:

bankAccount.\_amount = 1000000;

const robot = {

\_energyLevel: 'high',

recharge(){

this.\_energyLevel += 30;

console.log(`Recharged! Energy is currently at ${this.\_energyLevel}%.`)

}

};

robot.recharge();

Output:

Recharged! Energy is currently at high30%.

// This is known as a side-effect of type-coercion.

The use of methods called getters and setters. Both methods are used to respect the intention of properties prepended, or began, with \_. Getters can return the value of internal properties and setters can safely reassign property values.

**Getters**

*Getters* are methods that get and return the internal properties of an object.

Name of the getter and setter function should not be same as properties name.

const person = {

\_firstName: 'John',

\_lastName: 'Doe',

get fullName() {

if (this.\_firstName && this.\_lastName){

return `${this.\_firstName} ${this.\_lastName}`;

} else {

return 'Missing a first name or a last name.';

}

}

}

// To call the getter method:

person.fullName; // 'John Doe'

Advantages of using a getter method:

* Getters can perform an action on the data when getting a property.
* Getters can return different values using conditionals.
* In a getter, we can access the properties of the calling object using this.
* The functionality of our code is easier for other developers to understand.

Another thing to keep in mind when using getter (and setter) methods is that properties cannot share the same name as the getter/setter function. If we do so, then calling the method will result in an infinite call stack error. One workaround is to add an underscore before the property name like we did in the example above.

Example:

const robot = {

\_model: '1E78V2',

\_energyLevel: 100,

get energyLevel(){

if(typeof this.\_energyLevel == 'number' )

{

return `My current energy level is ${this.\_energyLevel}`

}

else{

return 'System malfunction: cannot retrieve energy level'

}

}

};

console.log(robot.energyLevel)

**Setters**

Along with getter methods, we can also create *setter* methods which reassign values of existing properties within an object.

When You need to create setter methods, because when you want anyone to change the values saved to these keys.

const person = {

\_age: 37,

set age(newAge){

if (typeof newAge === 'number'){

this.\_age = newAge;

} else {

console.log('You must assign a number to age');

}

}

};

//Then to use the setter method:

person.age = 40;

console.log(person.\_age); // Logs: 40

person.age = '40'; // Logs: You must assign a number to age

Setter methods like age do not need to be called with a set of parentheses. Syntactically, it looks like we're reassigning the value of a property.

**Factory Functions**

We create objects individually, but there are times where we want to create many instances of an object quickly. Here's where *factory functions* come in.

A real world factory manufactures multiple copies of an item quickly and on a massive scale. Factory functions can also have parameters allowing us to customize the object that gets returned.

const monsterFactory = (name, age, energySource, catchPhrase) => {

return {

name: name,

age: age,

energySource: energySource,

scare() {

console.log(catchPhrase);

}

}

};

In the monsterFactory function above, it has four parameters and returns an object that has the properties: name, age, energySource, and scare(). To make an object that represents a specific monster like a ghost. we can call monsterFactory with the necessary arguments and assign the return value to a variable:

const ghost = monsterFactory('Ghouly', 251, 'ectoplasm', 'BOO!');

ghost.scare(); // 'BOO!'

Now we have a ghost object as a result of calling monsterFactory() with the needed arguments. With monsterFactory in place, we don't have to create an object literal every time we need a new monster. Instead, we can invoke the monsterFactory function with the necessary arguments to  make a monster for us!

Example :

const robotFactory = (model,mobile) => {

return {

model: model,

mobile: mobile,

beep(){

console.log("Beep Boop")

}

}

};

const tinCan=robotFactory('P-500',true);

tinCan.beep();

console.log(tinCan.model);

console.log(tinCan.mobile);

**Property Value Shorthand**

ES6 introduced some new shortcuts for assigning properties to variables known as *destructuring*.

const monsterFactory = (name, age) => {

return {

name: name,

age: age

}

};

Imagine if we had to include more properties, that process would quickly become tedious! But we can use a destructuring technique, called property value shorthand, to save ourselves some keystrokes.

const monsterFactory = (name, age) => {

return {

name,

age

// We had to assign each property a key and value even though the key name was the same as the parameter name we assigned to it

}

};

Example:

function robotFactory(model, mobile){

return {

model,

mobile,

beep() {

console.log('Beep Boop');

}

}

}

// To check that the property value shorthand technique worked:

const newRobot = robotFactory('P-501', false)

console.log(newRobot.model)

console.log(newRobot.mobile)

newRobot.beep();

**Destructured Assignment**

We often want to extract key-value pairs from objects and save them as properties. Take for example the following object:

const vampire = {

name: 'Dracula',

residence: 'Transylvania',

preferences: {

day: 'stay inside',

night: 'satisfy appetite'

}

};

If we wanted to extract the residence property as a variable, we could using the following code:

const residence = vampire.residence;

console.log(residence); // Prints 'Transylvania'

However, we can also take advantage of a destructuring technique called destructured assignment to save ourselves some keystrokes. In destructured assignment we create a variable with the name of an object's key that is wrapped in curly braces { } and assign to it the object. Take a look at the example below:

const { residence } = vampire;

console.log(residence); // Prints 'Transylvania'

Look back at the vampire object's properties in the first code example. Then, in the example above, we declare a new variable residence that extracts the value of the residence property of vampire. When we log the value of residence to the console, 'Transylvania' is printed.

We can even use destructured assignment to grab nested properties of an object:

const { day } = vampire.preferences;

console.log(day); // Prints 'stay inside'

Example:

const robot = {

model: '1E78V2',

energyLevel: 100,

functionality: {

beep() {

console.log('Beep Boop');

},

fireLaser() {

console.log('Pew Pew');

},

}

};

const {functionality}= robot;

functionality.beep();

**Built-in Object Methods**

**Object.keys()**

The **Object.keys()** method returns an array of a given object's own property **names**, in the same order as we get with a normal loop.

const robot = {

    model: 'SAL-1000',

mobile: true,

sentient: false,

armor: 'Steel-plated',

energyLevel: 75

};

// What is missing in the following method call?

const robotKeys = Object.keys(robot);

console.log(robotKeys);

Output:

[ 'model', 'mobile', 'sentient', 'armor', 'energyLevel' ]

**Object.entries()**

The **Object.entries()** method returns an array of a given object's own enumerable property [key, value] pairs, in the same order as that provided by a [for...in](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Statements/for...in) loop (the difference being that a for-in loop enumerates properties in the prototype chain as well) . The order of the array returned by **Object.entries()** does not depend on how an object is defined. If there is a need for certain ordering then the array needs to be sorted first like Object.entries(obj).sort((a, b) => a[0] - b[0]);.

const robot = {

    model: 'SAL-1000',

mobile: true,

sentient: false,

armor: 'Steel-plated',

energyLevel: 75

};

const robotEntries = Object.entries(robot);

console.log(robotEntries);

Output:

[ [ 'model', 'SAL-1000' ],

[ 'mobile', true ],

[ 'sentient', false ],

[ 'armor', 'Steel-plated' ],

[ 'energyLevel', 75 ] ]

**Object.assign()**

The **Object.assign()** method is used to copy the values of all enumerable own properties from one or more source objects to a target object. It will return the target object.

const robot = {

    model: 'SAL-1000',

mobile: true,

sentient: false,

armor: 'Steel-plated',

energyLevel: 75

};

const newRobot = Object.assign({laserBlaster: true, voiceRecognition: true}, robot);

console.log(newRobot);

Output:

// assign() Object methods can be used to copy all of the properties of an object into a new object

{ laserBlaster: true,

voiceRecognition: true,

model: 'SAL-1000',

mobile: true,

sentient: false,

armor: 'Steel-plated',

energyLevel: 75 }

For more:

<https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Object#Methods_of_the_Object_constructor>

Project -1

To Understand Object inserting and fetching elements

const team = {

\_players: [

{

firstName: 'shubham',

lastName: 'mathur',

age: 23

},

{

firstName: 'sonu',

lastName: 'balaji',

age: 31

},

{

firstName: 'kaku',

lastName: 'Sanchez',

age: 31

}

],

\_games: [

{

opponent: 'sak',

teamPoints: 42,

opponentPoints: 27

},

{

opponent: 'duk',

teamPoints: 4,

opponentPoints: 7

},

{

opponent: 'muk',

teamPoints: 2,

opponentPoints: 2

}

],

get players(){

return this.team.\_players;

},

get games(){

return this.team.\_games;

},

/\*name should not be same in getter and setter \*/

// INSERT NEW ELEMENTS IN AN ARRAY OF OBJECT USING METHODS

addPlayer(firstName, lastName, age){

let player ={

firstName: firstName,

lastName: lastName,

age: age

}

this.\_players.push(player); // here may be mistake

},

addGame(opp, myPts, oppPts) {

const game = {

opponent: opp,

points: myPts,

opponentPoints: oppPts

};

this.\_games.push(game); // error can come

}

}

// console all players

team.addPlayer('RANI', 'MUKHARJII', 28);

team.addPlayer('prachi', 'sharma', 12);

team.addPlayer('priyanshi', 'jain', 23);

console.log(team.\_players);

// console all game oppoint

team.addGame('kola', 120, 33);

team.addGame('dudu', 32, 22);

team.addGame('tuimur', 33, 22);

console.log(team.\_games);

Example 2 of Project 1(fetching data from getter method) :

const team = {

\_players: [

{

firstName: 'shubham',

lastName: 'mathur',

age: 23

},

{

firstName: 'sonu',

lastName: 'balaji',

age: 31

},

{

firstName: 'kaku',

lastName: 'Sanchez',

age: 31

}

],

\_games: [

{

opponent: 'sak',

teamPoints: 42,

opponentPoints: 27

},

{

opponent: 'duk',

teamPoints: 4,

opponentPoints: 7

},

{

opponent: 'muk',

teamPoints: 2,

opponentPoints: 2

}

],

get players(){

if (this.\_players && this.\_games){

return this.\_players

} else {

return 'Missing a first name or a last name.';

}

}}

console.log(team.players);